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INTRODUCTION TO STRUCTURED QUERY LANGUAGE FOR DATA ANALYTICS
WS23SQL1001, 2023/04/03 to 2023/05/03

https://folvera.commons.gc.cuny.edu/?cat=33
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SESSION #6 (2023/04/19): CREATING DATABASE OBJECTS

1. Understanding data types

2. Creating, dropping and altering databases, schemata, tables and columns
3. Inserting values into tables and updating values

4. Differences between "DROP", "TRUNCATE  and "DELETE"

*
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1. LAB #4

Write a query without duplicate rows ( SELECT DISTINCT )

1.01. to get all fields from "APl.Invoices™ and “APl.InvoicelineItems  to
retrieve shared data (T INNER JOIN" ) removing all duplicate columns
("APl.Invoices.InvoiceID ™ and “APl.InvoicelLineItems.InvoiceID"),

1.02. to format dates as "MMM d, yyyy (first three letters of the month,
the day without leading zeros and the full year)

1.03. and to format money (c’) as “en-us’ ("$).
stk sk ok ok sk ok sk ok sk ok sk ok sk ok sk sk ok sk ok sk ok sk ok sk ok sk ok sk ok sk kst ok sk ok sk ok sk skt sk ok stk sk ok skoskokskofskokokskokskok -k /

SELECT DISTINCT
AP1.Invoices.InvoicelD,
AP1.Invoices.InvoiceNumber,

FORMAT (AP1.Invoices.InvoiceDate, --

'"MM/dd/yyyy', 'en-us")

AS InvoiceDate,
FORMAT (AP1.Invoices.InvoiceTotal,
'"MM/dd/yyyy', 'en-us")

AS InvoiceTotal,
(
SELECT
FORMAT (AVG(AP1.Invoices.InvoiceTotal),
'c', 'en-us')

FROM AP1.Invoices

) AS AvglInvoiceTotal,

FORMAT (AP1.Invoices.PaymentTotal,
'c', 'en-us')

AS PaymentTotal,

FORMAT(AP1.Invoices.CreditTotal,
'c', 'en-us')

AS CreditTotal,

FORMAT(AP1.Invoices.InvoiceDueDate,
'"MM/dd/yyyy', 'en-us")

. formatting column as

"MM/dd/yyyy” (date) with
culture “en-us’ as
“InvoiceDate”

. formatting column as

"MM/dd/yyyy” (date) with
culture “en-us’ as
“InvoiceTotal”

. embedded query calling

“AVG(InvoiceTotal)®
formatted as "¢’
(currency) with culture
“en-us’

from all values in table
"AP1.Invoices ™ as

“AvgInvoiceTotal®

. formatting column as "¢’

(currency) with culture
“en-us’ as PaymentTotal®

. formatting column as "¢’

(currency) with culture
“en-us’ as CreditTotal®

. formatting column as

"MM/dd/yyyy” (date) with
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-- culture “en-us’ as
AS InvoiceDueDate, -- “InvoiceDueDate”
FORMAT (AP1.Invoices.PaymentDate, -- 7. formatting column as
'"MM/dd/yyyy', 'en-us") -- "MM/dd/yyyy” (date) with
-- culture “en-us’ as
AS PaymentDate, -- “PaymentDate”
AP1.InvoicelLineItems.InvoiceSequence,
AP1.InvoicelineItems.AccountNo,
FORMAT(AP1.InvoicelLineItems.InvoicelLineItemAmount,
'c', 'en-us') -- 8. formatting column as "¢’
-- (currency) with culture
-- ‘en-us’ as
AS InvoicelLineItemAmount, -- “InvoicelineItemAmount’
AP1l.InvoicelLineItems.InvoicelineItemDescription
FROM AP1.Invoices -- 9. from "AP1.Invoices  using
INNER JOIN AP1.InvoicelineItems -- “INNER JOIN® to connect
-- to "AP1.InvoicelinelItems”
-- to get all shared values
ON AP1.Invoices.InvoiceID = AP1l.InvoicelineItems.InvoiceID
-- in “APl.InvoicelineItems’
-- and “AP1l.Invoices’
/% Rokokskokstokokskok stk ok sk ok sk ok sk kst ok sk kst ok sk kst ok sk kst ok sk kst ok sk ok sk ok skok stk ok sk kst ok sk ok stk ok sk ok stk ok sk ok stk ok sk ok ok

2. As a review, we understand that the most common joins we will use are the
following.

2.01.

2.02.

| LEFT Hmmmmm e AR —— +
| JoIN | INNER | |
| | JOIN | RIGHT |
N Hmmmmm e + JOIN |

“INNER JOIN" calls the data shared in both tables. The data must be
present in both table. All other data is ignored.

"LEFT JOIN® calls in the left table (called first) plus any related
data found in the right table (second table). This means that the
right table does not need to have corresponding data. In other
words, if the right table does not have related data, nothing is
returned (NULLs at the beginning of the dataset output).

As such, we can ask for all data in “APl.Vendors™ (main), not
necessarily from “APl.Invoices™ (secondary). In this example, we are
interested in all "AP1.Vendors™ regardless of possible corresponding
data in "APl.Invoices . In other words, some vendors might not have
sales.

R SH KK KKK O ROK KK KKK O SR SOK KK KKK SO SR SOK KK KKK KKK R KRk %

SELECT *

104 FROM AP1.Vendors -- 1. main table called first
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-- (left)
LEFT JOIN AP1l.Invoices -- 2. secondary table called
-- second (right), always in
-- groups of two (2) tables
ON AP1.Vendors.VendorID = APl.Invoices.VendorID;

[ RAEFAKAAKA AR AA KKK AK AR AR KA A KK A A A KA KA AR K KA KA KA HAKF KKK KKK

2.03. "RIGHT JOIN" calls in the right table (called second) plus any
related data found in the left table (first table). This means that
the left table does not need to have corresponding data. 1In other
words, if the left table does not have related data, nothing is
returned (NULLs at the end of the dataset output).

As such, we can ask for all data in “APl.Invoices™ (main), not
necessarily from ~APl.Vendors™ (secondary). In this example, we are
interested in all "APl.Invoices™ regardless of possible corresponding
data in "APl.Vendors . In other words, some invoices might not have

vendor data.
stk ok ok ok kst ok sk ok sk ok sk ok sk ok sk sk ok sk kst ok sk ok sk ok sk ok sk ok sk kst ok sk ok sk ok sk kst ok sk skt skokskoskokskokskokokskokokok -k /

SELECT *

FROM AP1.Vendors -- 1. secondary table called
-- first (left)

RIGHT JOIN AP1.Invoices -- 2. main table called second

-- (right), always in groups
-- of two (2) tables
ON AP1.Vendors.VendorID = APl.Invoices.VendorID;

[ REFAKAAK AR AA KK R AK A KA KA A KA K A A AR A KK A KA KKK KKK AKFK KK KKK

2.04. On a personal note, "RIGHT JOIN" is a disorganized way to write code.
The example above could easily be called using “LEFT JOIN" ordering
the tables more appropriately. Note that the order of “VendorID"
coming from “APl.Invoices’ and "APl.Vendors.VendorID™ makes no

difference.
stk ok ok ok sk ok sk ok sk ok sk ok sk ok sk sk ok sk kst ok sk sk ok sk ok sk ok sk kst ok sk ok sk ok sk kst ok skokskokokskokskoskokskofskokokskokskok -k /

SELECT *

FROM AP1.Invoices -- 1. main table called first
-- (left)

LEFT JOIN AP1.Vendors -- 2. secondary table called

-- second (right), always in
-- groups of two (2) tables
ON AP1.Invoices.VendorID = AP1l.Vendors.VendorID;

[ RAEFKAAK A AK KA KA KK R AK AR AR KA A KK A A KA KK A KA KA KA KKK AK K KKK KK

3. Now that we understand most common data types, we can start creating data
objects (DATABASE, TABLE, etc.) and populating tables with data.

3.01. Note that no two objects of the same hierarchy can share the same
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157 name, for example a TABLE and a VIEW.

158

159 3.02. The following is a quick view of database hierarchy.

160

161 SERVER: ~"A server is a computer program that provides a

162 | service to another computer programs (and its user).

163 | In a data center, the physical computer that a server

164 | program runs in is also frequently referred to as a

165 | server. That machine may be a dedicated server or

166 | it may be used for other purposes as well. "

167 | https://whatis.techtarget.com/definition/server

168 |

169 +- DATABASE: " "A database is a collection of information

170 | that is organized so that it can be easily

171 | accessed, managed and updated.

172 | Data is organized into rows, columns and tables,

173 | and it is indexed to make it easier to find

174 | relevant information. Data gets updated,

175 | expanded and deleted as new information is added.

176 | Databases process workloads to create and update

177 | themselves, querying the data they contain and

178 | running applications against it. ~

179 | https://searchsqlserver.techtarget.com/definition/ =
database

180 |

181 +- SCHEMA: °~"1) In computer programming, a schema

182 | (pronounced SKEE-mah) is the organization or

183 | structure for a database. The activity of

184 | data modeling leads to a schema. (The plural

185 | form is schemata. The term is from a Greek

186 | word for " “form™ " or "~ "figure. " Another

187 | word from the same source is "~ schematic. ")

188 | The term is used in discussing both

189 | relational databases and object-oriented

190 | databases. The term sometimes seems to refer

191 | to a visualization of a structure and

192 | sometimes to a formal text-oriented

193 |  description.

194 | Two common types of database schemata are the

195 | star schema and the snowflake schema.

196 | 2) In another usage derived from mathematics,

197 | a schema is a formal expression of an

198 | inference rule for artificial intelligence

199 | (AI) computing. The expression is a

200 | generalized axiom in which specific values or

201 | cases are substituted for each symbol in the

202 | axiom to derive a specific inference. "

203 | https://searchsqlserver.techtarget.com/ £
definition/schema

204 |

205 +- TABLES: "~ "In computer programming, a table is

206 | | a data structure used to organize
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207 | |  information, just as it is on paper.’’

208 | |  https://whatis.techtarget.com/definition/
table

209 | |

210 | +- COLUMNS (FIELDS): ~"A field is an area in

211 | | a fixed or known location in a unit of

212 | | data such as a record, message header, or

213 | |  computer instruction that has a purpose

214 | |  and usually a fixed size. 1In some

215 | |  contexts, a field can be subdivided into

216 | |  smaller fields.

217 | |  https://searchoracle.techtarget.com/
definition/field

218

219 PRIMARY KEY (PRIMARY KEYWORD): ~"A primary

220 key, also called a primary keyword, is a

221 key in a relational database that is

|
| +-
||
||
222 | |  unique for each record. It is a unique
223 | |  identifier, such as a driver license
||
||
||
||
||
||

224 number, telephone number (including area
225 code), or vehicle identification number
226 (VIN). A relational database must always
227 have one and only one primary key.

228 Primary keys typically appear as columns
229 in relational database tables.

230 | |  https://searchsqlserver.techtarget.com/
definition/primary-key

231 |

232 +- FOREIGN KEY: ~"A foreign key is a column
233 or columns of data in one table that

234 connects to the primary key data in the
235 original table. To ensure the links

236 between foreign key and primary key

I
I
I
I
I
I
237 | tables aren't broken, foreign key
I
I
I
I
I

238 constraints can be created to prevent

239 actions that would damage the links

240 between tables and prevent erroneous data

241 from being added to the foreign key

242 column.™

243 | https://searchoracle.techtarget.com/
definition/foreign-key

244 |

245 +- VIEWS: "~ "In a database management system, a

246 | view is a way of portraying information in

247 | the database.™"

248 | https://whatis.techtarget.com/search/query

249 |

250 +- STRUCTURED (MODULAR) PROGRAMMING:

-
251 | “*Structured programming (sometimes known
I
I
I

252 as modular programming) is a subset of
253 procedural programming that enforces a
254 logical structure on the program being
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written to make it more efficient and
easier to understand and modify. Certain
languages such as Ada, Pascal, and dBASE
are designed with features that encourage
or enforce a logical program structure.
https://

searchsoftwarequality.techtarget.com/definition/structured-
programming-modular-programming

+- FUNCTIONS: "~ "In information technology,

function

the term function (pronounced FUHNK-shun)
has a number of meanings. It's taken
from the Latin "~ functio™ ™ -- to perform.
1) In its most general use, a function is
what a given entity does in being what it
is.

2) In C language and other programming, a
function is a named procedure that
performs a distinct service. The
language statement that requests the
function is called a function call.
Programming languages usually come with a
compiler and a set of " “canned "
functions that a programmer can specify
by writing language statements. These
provided functions are sometimes referred
to as library routines. Some functions
are self-sufficient and can return
results to the requesting program without
help. Other functions need to make
requests of the operating system in order
to perform their work. "
https://whatis.techtarget.com/definition/

+- PROCEDURES: " "A stored procedure is a set

of Structured Query Language (SQL)
statements with an assigned name, which
are stored in a relational database
management system as a group, so it can
be reused and shared by multiple
programs. "
https://searchoracle.techtarget.com/

definition/stored-procedure

4. Now that you have a better understanding of data types, we can start

creating objects.
CREATE obj_type

CREATE DATABASE

obj_name [some_code]

db_name;
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CREATE SCHEMA ace;

CREATE SCHEMA schema_name;
CREATE TABLE schema_name.table_name
(

field 1 datatype_ 1 [attributes],
field 2 datatype 2 [attributes],
field 3 datatype_ 3 [attributes],

);...

CREATE VIEW schema_name.view_table
AS
(
SELECT fields...
FROM table(s)

)s

As you can see, the syntax to create objects is similar regardless of the
object type.

4.01. In the example below, we create database "labs’.
stk sk ok ok sk ok sk ok sk ok sk ok sk ok sk sk ok sk ok sk ok sk ok sk ok sk ok sk ok sk kst ok sk ok sk ok sk skt sk ok stk sk ok skoskokskofskokokskokskok -k /

CREATE DATABASE 1labs;

[ REFAKAAK AR AA KK R AK A KA KA A KA K A A AR A KK A KA KKK KKK AKFK KK KKK

4.02. We then create schema “ace’, which must be called to be used when
creating tables or other objects.

There is no need to call the name of the schema when using the SQL
Server default schema “dbo™ (database owner) -- not used in this

R K KK KKK HOK KKK KKK O SR SOK KK KKK SO SK KKK KKK OR K KRR KRk %

[ RAEFAEAAK A AK KA A KKK AK A KA KA A KA K A A A KA KA A KA K KKK A KKK AR FK KKK KKK

4.03. After creating the database (and the schema if needed), we can create
the table.

CREATE TABLE table_name

(
fieldl data type [null|not null] [unique] [primary key],

field2 data type [null|not null],

)

R SH KK KKK O ROK KK KKK O SR SOK KK KKK SO SR SOK KK KKK KKK R KRk %

CREATE TABLE ace.students ( -- 1. rule of thumb: table

-- names in plural
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student_id INT NULL,

student_fname VARCHAR(50) NULL,

student_lname VARCHAR(50) NULL,

student_phone VARCHAR(15) NULL,

student_dob DATE NULL,

record_date DATE NULL

)s

-- 2.

declared as INT; can
accept NULL (can have no
value)

. declared as VARCHAR(59);

can accept NULL (can have
no value)

. declared as VARCHAR(59);

can accept NULL (can have
no value)

. declared as VARCHAR(59);

can accept NULL (can have
no value)

. declared as DATE

DATETIME ©4/20/2023 20:51
DATE 04/20/2023
TIME 20:51

can accept NULL (can have
no value)

. declared as DATE; when

record was created; can
accept NULL (can have no
value)

[ REFAKAAK AR AA KK R AK A KA KA A KA K A A AR A KK A KA KKK KKK AKFK KK KKK

4.04. After creating table "students™ in schema “ace’, we insert values for
each column in the same order as the structure that we indicated in

#4.03.

If we do not have a value for a specific field, we can push an empty

string or NULL.

R K KK KKK HOK KKK KKK O SR SOK KK KKK SO SK KKK KKK OR K KRR KRk %

INSERT INTO ace.students
VALUES (
1,
'Joe’,
'Smith',
'555-123-4567",
'1980/05/01",
GETDATE()

)

(

2,

'Mary',
'Jones’,
'212-555-1000",
'1983/05/16",

-- 1.

built-in function to
retrieve system DATETIME
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GETDATE()

)

(

3,

'Peter’,

'Johnson’,

NULL, -- 2. inserting empty strings
-- (") or NULL since we
-- have no values for fields
-- to insert same number of
-- values as columns

'06/01/1980",

GETDATE()

)

[ REFAKAAK A AK KA KA KKK AK AR AR KA KA KA K A A A KK KK A AR KK KA KA KA HAKF KKK KKK

4.05. In the example below, we insert only three (3) values.

We call the the three (3) corresponding columns to indicate which
value goes where.

We do not need to call columns in order as long order as long as
values are pushed in the same order (value 1 in field 1, value 2 in

field 2, value 3 in field 3 and value 7 in field 7).
stk ook ok ok sk ok sk ok sk ok sk ok sk ok sk sk ok sk kst ok sk okskok ok sk ok sk ok sk kst ok sk kb ok sk stk skokskokok sk ok skoskokskokskokokskokskok -k /

INSERT INTO ace.students (

student_id, -- 1. inserting values to only
student_fname, -- four (4) columns;
student_lname, -- indicating which four (4)
record_date -- columns
)

VALUES (
4, -- 2. values to be inserted in
'Smith', -- columns " student_id’,
"Tom', -- “student_fname’,
GETDATE() -- “student_lname® and
) -- “record_date’ receiving

-- value from ~GETDATE()"

[ RAEFAKAAKA AR AA KKK AK A KA KA A KK A A KA KA A KA KKK KKK AR H K KKK KKK

4.06. In the example below, we insert row 6 before 5.

The values in "“student_id" (the row identifier) are unique, but they
do not need to be in order.

If you need to insert values in “student_id"® automatically in
incremental order, you would need to use “IDENTITY(1,1)" as part of
the table structure. The first integer indicates that the first
value as one. The second integer indicates that the value is
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incremented by one.

https://www.w3schools.com/sql/sql_autoincrement.asp for more

information.

CREATE TABLE ace.students (
student_id INT NOT NULL IDENTITY(1, 1) PRIMARY KEY,
student_fname VARCHAR(50) NULL,
student_lname VARCHAR(50) NULL,
student_phone VARCHAR(15) NULL,
student_dob DATE NULL,
record_date DATE NULL

R SK K KKK OK KK KKK O oK SOK KK KKK SO SR SOK KK KKK KKK KRk %

INSERT INTO ace.students

VALUES (
6,
'John',
'Scott’,

v
)

v
)

GETDATE()

)
(
5,
'Mary Ann',
'Saunders’,

v
)

v
)

GETDATE()

)s

. inserting empty strings

(") or NULL since we
have no values for fields
to insert same number of
values as columns

. built-in function to

retrieve system DATETIME

. inserting empty strings

(") or NULL since we
have no values for fields
to insert same number of
values as columns

. built-in function to

retrieve system DATETIME

[ RAEFAKAAKA AR AA KKK AK A KA KA A KK A A KA KA A KA KKK KKK AR H K KKK KKK

5. We can also delete/destroy data objects.

For the time being, we will work with tables

(https://techonthenet.com/sql_server/tables/drop_table.php).

Once an object is deleted, there is no way to rescue the data (ROLLBACK)

unless first creating a SAVEPOINT

(https://technet.microsoft.com/en-us/library/ms178157.aspx).
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5.01. In the example below, we destroy ("DROP") table “ace.students”
understanding that, once we do, we cannot recover the structure or

the data.
stk ook ok ok sk ok sk ok sk ok sk ok sk ok sk sk ok sk kst ok sk ok sk ok sk ok sk ok sk kst ok sk ok sk ok sk sk ok sk otk sk ok skokokskofskokokskokskok -k /

DROP TABLE ace.students;

/% Rskokskoksrokokskok stk ok sk ok sk ok sk kst ok sk kst ok sk ok sk sk ok sk kst ok sk kst ok sk kst ok sk ok sk ok sk kst ok sk ok sk ok skof stk ok sk ok stk ok ok ok ok
5.2. In the case of tables, we can destroy (" TRUNCATE ) the data in the

table without affecting the structure of the table understanding that,

once we do, we cannot recover the data.
stk sk ok ok ok kst ok sk ok sk ks ok sk ok sk sk ok sk ok sk ok sk kb ok sk sk ok sk kst ok sk ok sk ok sk ok skokok sk ok stk sk ok skoskokskofskokokskokskok -k /

TRUNCATE TABLE ace.students;

/% Rokokskoksrokokskok stk ok sk ok sk ok sk kst ok sk kst ok sk kst ok sk kst ok sk kst ok sk kst ok sk ok stk ok sk kst ok sk ok stk ok sk ok sk ok sk ok sk ok ok ok ok
6. We can also modify (TALTER™) data objects. We will start modifying tables

(https://techonthenet.com/sql_server/tables/alter_table.php) since you
might do this more often.

ADD to add a column to a table
DROP to delete a column to a table
ALTER to change the data type or size of a column

KKK KK O SKRSOK KK KKK SO oK SK KK S KKK SO SK KKK KKK OR K KRR KRk %

ALTER TABLE ace.students -- 1. adding new column

ADD Email VARCHAR(1090); -- “Email’; no need to
-- specify that you are
-- adding a column

ALTER TABLE ace.students -- 2. dropping (deleting)

DROP COLUMN Email; -- column “Email’ as there
-- is no SQL statement to
-- rename data objects;
-- must specify that you are
-- dropping a column

ALTER TABLE ace.students -- 3. adding new (replacement)

ADD student_email VARCHAR(109); -- column ~student_email’;
-- no need to specify that
-- you are adding a column

ALTER TABLE ace.students -- 4. altering column with new
ALTER COLUMN student_email VARCHAR(50) NULL; -- data type VARCHAR(50)
-- from VARCHAR(100) and
-- "NOT NULL™; must specify
-- that you are altering a
-- column
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ALTER
ALTER

ALTER
ALTER

ALTER
ALTER

ALTER
ALTER

ALTER
ALTER

ALTER
ALTER

ALTER
ALTER

TABLE ace.students --
COLUMN student_id INT NOT NULL; --

TABLE ace.students --
COLUMN record_date DATETIME NOT NULL; --

TABLE ace.students --
COLUMN student_fname VARCHAR(25) NOT NULL;--

TABLE ace.students --
COLUMN student_fname VARCHAR(25) NOT NULL;--

TABLE ace.students --
COLUMN student_id VARCHAR(5); --

TABLE ace.students --
COLUMN student_id INT NOT NULL; --

TABLE ace.students --
COLUMN student_fname FLOAT; --

10.

11.

. altering column as

"NOT NULL™; must specify
that you are altering a
column

. altering column with new

data type DATETIME
from DATE and “NOT NULL";
must specify that you are
altering a column

. altering column with new

data type VARCHAR(25)
from VARCHAR(50) and

"NOT NULL™; must specify
that you are altering a
column

. altering column with new

data type VARCHAR(25)
from VARCHAR(50) and

"NOT NULL™; must specify
that you are altering a
column

. altering column with new

data type VARCHAR(5) from
INT; no error during
conversion; must specify
that you are altering a
column

altering column back to
data type INT from
VARCHAR(5); no error
during conversion; must
specify that you are
altering a column

trying to alter column
to data type FLOAT from
VARCHAR(25); conversion
failure due to format
incompatibility (letters
to numbers)

[ RAEFKAAK A AK KA KA KK R AK AR AR KA A KK A A KA KK A KA KA KA KKK AK K KKK KK

7. We can use "UPDATE ™ to write new values into an existing row.

7.01. In the example below, we UPDATE the value of column " student_phone”
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passing value “No Number® where there is no value ("IS NULL ) or

there is an empty space ( )
stk ook ok ok sk ok sk ok sk ok sk ok sk ok sk sk ok sk kst ok sk ok sk ok sk ok sk ok sk kst ok sk ok sk ok sk sk ok sk otk sk ok skokokskofskokokskokskok -k /

UPDATE ace.students
SET student_phone = 'No Number'’
WHERE student_phone IS NULL

OR student_phone = ;

[ RAEFKAAKAA KA KA KA KK A AR AR KA A KA K A A A KA KA KA KA KKK KKK AR K KK KKK

7.02. In the example below, we UPDATE the value of column "~student_email”
passing the value of the concatenation of "~student_fname™ and
“student_lname® with a period (. ) between the two columns -- for
example, "~ john.smith@example.foo ™ for ~student_fname™ with value of

“John® and " student_lname® with value of “Smith’.
stk sk ok ok ok kst ok sk ok sk ks ok sk ok sk sk ok sk ok sk ok sk kst ok sk sk ok sk kst ok sk ok sk ok sk otk sk skt sk ok skoskokskofskokokskokskok -k /

UPDATE ace.students
SET student_email = LOWER(CONCAT (
student_fname,

o
)

student_lname,
'@example.foo’

))s

[ REFAKAAK AR AA KK R AK A KA KA A KA K A A AR A KK A KA KKK KKK AKFK KK KKK

7.03. In the example below, we UPDATE column "record_date’ where the field

is NULL or has an empty space (°°) with value from ~GETDATE() .
stk ook ok ok kst ok sk ok sk ok sk ok sk ok sk sk ok sk kst ok sk sk ok sk sk ok sk kst ok sk ok sk ok sk ok stk sk ok stk sk ok skokokskokskokokskokokok -k /

UPDATE ace.students
SET record_date = GETDATE()
WHERE record_date IS NULL

OR record_date = ;

/% Rskokskok okt skok stk ok skok sk ok sk kst ok sk kst ok sk kst ok sk ok sk ok sk kst ok sk kst ok sk ok stk ok sk kst ok sk ok stk ok skof stk sk ok stk ok ok ok ok
7.04. In the example below, we can UPDATE " student_dob™ to "1980/01/23"
where “student_id® is "1°.
stk ok ok ok kst ok sk ok sk ks ok sk sk sk sk ok sk ok sk ok sk ks ok sk sk ok sk kst ok sk ok sk ok sk kst ok skokskokokskokskokokskokskokokskokskok -k /

UPDATE ace.students
SET student_dob = '1980/01/23"'
WHERE student_id = 1;

[ RAEFKAAK A AK KA KA KK R AK AR AR KA A KK A A KA KK A KA KA KA KKK AK K KKK KK

8. In the example below, we use "~TRUNCATE  to delete all data from table

“ace.students’ without dropping (destroying) the table.
stk ok ok ok kst ok sk ok sk ok sk ok sk sk sk sk ok sk sk ok sk okskok ok sk ok sk ok sk kst ok sk ok sk ok sk ok skokok sk koot sk ok skokokskokskokokskokskok -k /
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TRUNCATE TABLE ace.students;

[ REFKAAK AR A A KA A AR A A A AR KA A A KK KA KA KKK AKFK KKK KKK

9. Since there is no copy statements in SQL, we are limited to the vendor
extensions (vendor-specific SQL).

When working with some vendors like Oracle, we can CREATE a new table from
a query on another table.

CREATE TABLE new_table
AS
(
SELECT fieldl, field2 ...
FROM old_table

)

In SQL Server, we use "INTO .

SELECT fieldl, field2 ...
INTO new_table
FROM old_table

In the example below, we push the output of the query to retrieve all
values from table "ace.students™ into "“ace.students2’.

SELECT fieldl, field2 ...
INTO new_table
FROM old_tablel
INNER|LEFT|RIGHT JOIN old_table2
ON old_tablel.common_fieldl = old_table2.common_fieldl...

A view (http://searchsglserver.techtarget.com/definition/view) is a better

option, which we will cover on the next class.
stk ko ok ok ok sk ok sk ok sk ok sk ok sk ok sk kst ok sk ok sk ok sk ks ok sk sk ok sk kst ok sk ok sk ok sk kst ok sk otk sk ok skoskok skt ko skokskok -k /

SELECT * -- 1. selecting all values
-- from "ace.students”
INTO ace.students2 -- 2. creating the new table
-- “ace.students2”
FROM ace.students; -- 3. from table "ace.students’

[ REFAKAAK AR AA KKK A KA KA KA KA A A KA KA KA A KA KA A KA KK KA KK KKK KKK

https://folvera.commons.gc.cuny.edu/?p=1227
stk ko ok ok ok sk ok sk ok sk ok sk ok sk ok sk sk ok sk ok sk ok sk okskok ok sk sk ok sk kst ok sk ok sk ok sk ok stk sk okskokok sk ok skokok skt sk skokskok -k /



